**Aplikacja Sudoku**

Aplikacja z interfejsem graficznym:

* wczytuje z pliku tekstowego początkową zawartość planszy do [sudoku](https://www.google.com/url?q=https://pl.wikipedia.org/wiki/Sudoku&sa=D&source=editors&ust=1641055727989000&usg=AOvVaw1O7AAVq9Qscl9MHLbvzxAT) (plik zawiera 9 wierszy, w każdym maksymalnie 9 cyfr z zakresu 0-9, gdzie zero oznacza puste pole - wymagające wypełnienia przez gracza, liczby 1-9 to niezmienne - wypełnione wartości)
* pozwala użytkownikowi wybrać cyfrę w każdym polu (poza niezmiennymi) i podświetla na czerwono niepoprawnie wypełniony wiersz, kolumnę lub kwadrat
* po poprawnym wypełnieniu planszy cyframi wyświetla komunikat z gratulacjami.

Szkic rozwiązania:

Klasa Run zawiera metodę main:

**package** zadanie.sudoku;

**import** javax.swing.SwingUtilities;

**public** **class** Run {

**public** **static** **void** main(String[] args) {

                SwingUtilities.*invokeLater*(()->{

                        (**new** SudokuWindow()).setVisible(**true**);

                });

        }

}

Klasa SudokuWindow:

* dziedziczy z JFrame i implementuje interfejs FieldValueChangeListener
* w konstruktorze wywołuje metody readPuzzle() i createGui()
* metoda readPuzzle() - wczytuje zawartość pliku puzzle.txt z aktualnego katalogu, np.:

**try** {

                        puzzle = Files.*readAllLines*(Paths.*get*("puzzle.txt"));

                } **catch** (IOException e) {

                        e.printStackTrace();

                }

gdzie plik puzzle.txt to np:

020000000

000600003

074080000

000003002

080040010

600500000

000010780

500009000

000000040

* metoda createGui() tworzy i zapamiętuje tablicę 9x9 komponentów klasy SudokuField:
* jeśli w puzzle.txt komponentowi odpowiadało 0, to tworzony jest obiekt VariableSudokuField
* jeśli była to cyfra 1-9, to tworzony jest obiekt FixedSudokuField(), który jako argument otrzymuje odpowiednią cyfrę
* dodatkowo oba rodzaje pól otrzymują argument “this” (obiekt implementujący FieldValueChangeListener)
* komponenty dodawane są do okna w taki sposób, by tworzyły siatkę 9x9 elementów (a dokładniej: siatkę 3x3 kwadratów zawierających 3x3 pola)
* metoda fieldsChanged() (zdefiniowana w interfejsie FieldValueChangeListener):
* zeruje stan błędu dla wszystkich 9x9 pól (setError(false))
* sprawdza wszystkie wiersze (również: kolumny i kwadraty) i jeśli w wierszu dowolna z cyfr się powtarza: zaznacza cały wiersz (setError(true))

**public** **class** SudokuWindow **extends** JFrame **implements** FieldValueChangeListener {

// ...

**public** SudokuWindow() {

// ...

        }

**private** **void** readPuzzle() {

                // ...

        }

**private** **void** createGui() {

                setLayout( **...** );

                // ...

                setSize(500,500);

        }

        @Override

**public** **void** fieldsChanged() {

                // ...

        }

}

Klasa SudokuField:

* jest abstrakcyjna, dziedziczy z JLabel
* prywatne pole int value - cyfra wpisana w polu; publiczny getter i setter oznaczony jako protected
* konstruktor(int) ustawia wartość przy pomocy settera
* metoda protected ​​setDisplayedValue(), która ustawia zawartość pola zgodnie z wartością value; jeśli value jest równe zero, to zawartość pola jest pusta
* metoda publiczna setError(boolean) ustawia tło na Color.red w przypadku true i UIManager.*getColor*("Panel.background") w przypadku braku błędu

Klasa FixedSudokuField:

* dziedziczy z SudokuField
* wywołuje konstruktor nadklasy
* wywołuje​​ setDisplayedValue()

Klasa VariableSudokuField:

* nadpisuje setValue() tak by wywoływała metodę z nadklasy a następnie setDisplayedValue()
* w konstruktorze (argument: FieldValueChangeListener listener):
* wywołuje konstruktor nadklasy z parametrem zero
* tworzy obiekt popupMenu - obiekt klasy JPopupMenu zawierający polecenia:
* Wyczyść - wpisuje wartość zero do pola i wywołuje metodę listener.fieldsChanged()
* 1..9 - wpisuje odpowiednią wartość do pola i wywołuje metodę listener.fieldsChanged()
* rejestruje odbiornik MouseListener i w metodzie mouseClicked() wyświetla menu (popupMenu), np.

                                VariableSudokuField field = VariableSudokuField.**this**;

                                popupMenu.show(field, field.getWidth()/2, field.getHeight()/2);

public class VariableSudokuField extends SudokuField {

        public VariableSudokuField(final FieldValueChangeListener listener) {

                // konstr. nadklasy(0)

                JPopupMenu popupMenu = new JPopupMenu();

                JMenuItem mi;

                popupMenu.add( mi = new JMenuItem("Wyczyść"));

                mi.addActionListener(e->{

// ...

                        listener.fieldsChanged();

                });

                // … pozostałe polecenia menu

                addMouseListener( … );

        }

        @Override

        public void setValue(int value) {

                //...

        }

}

![Obraz zawierający stół

Opis wygenerowany automatycznie](data:image/png;base64,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)

Podpowiedzi:

* odstęp widoczny w menu na obrazku pomiędzy “Wyczyść” i cyframi dodaje się przy pomocy polecenia: addSeparator()
* warto skorzystać z metod setHorizontalAlignment i setVerticalAlignment żeby uzyskać odpowiednie położenie tekstu w etykietach
* odstępy między kwadratami 3x3 można uzyskać określając hgap i vgap dla odpowiedniego managera układu
* ramki widoczne na około VariableSudokuField to wynik: setBorder( BorderFactory.*createEtchedBorder*());

Aby uzyskać ocenę 5 należy opisaną powyżej aplikację rozszerzyć o (należy zrealizować dowolne dwie opcje z poniższych):

* możliwość wczytania gry z dowolnego pliku txt; zawartość pliku należy sprawdzić i jeśli nie jest poprawny (za mało linii, linie zawierają znaki inne niż 0-9) - wyświetlić odpowiedni komunikat;  
  [https://docs.oracle.com/javase/tutorial/uiswing/components/filechooser.html](https://www.google.com/url?q=https://docs.oracle.com/javase/tutorial/uiswing/components/filechooser.html&sa=D&source=editors&ust=1641055728012000&usg=AOvVaw0FrepHGcBN4iEyYABUWJga)
* jeśli dany wiersz, kolumna lub kwadrat są poprawnie wypełnione (wszystkimi cyframi 1..9), to są zaznaczane na zielono (mechanizm podobny do setError)
* po kliknięciu pola VariableSudokuField prawym klawiszem, zamiast zwykłego menu kontekstowego (popupMenu) wyświetla się menu zawierające wyłącznie cyfry, które w tym polu będą poprawne; cyfra aktualnie wpisana powinna być oznaczona, np. jako “Wpisane: X”. Podpowiedź: do konstruktora VariableSudokuField można przekazać kolejny parametr (lub dodać seter w celu ustawienia wartości) - obiekt implementujący HintSource (będzie to np. SudokuWindow.this). W interfejsie potrzebna jest jedna metoda, np. List<Integer> getValidNumbers( SudokuField ) - zwraca listę cyfr, które można wpisać w tym polu biorąc pod uwagę zawartość tablicy gry.

Na wikampie należy przesłać sprawozdanie w postaci pliku PDF, w którym:

* pokazany zostanie kod wszystkich napisanych klas (wraz z opisem, jeśli klasy są inne niż proponowane)
* zrzuty ekranu ilustrujące działanie poszczególnych funkcji programu
* opisane będą wybrane rozszerzenia aplikacji - należy opisać sposób ich realizacji i udokumentować zrzutami ekranu.